**Assignment-Ⅲ**

**Classification of Arrhythmia by Using Deep Learning with 2-D ECG Spectral Image Representation**

from tensorflow.keras.preprocessing.image import ImageDataGenerator

train\_datagen = ImageDataGenerator(rescale= 1./255,horizontal\_flip = True,vertical\_flip = True,zoom\_range = 0.2)

test\_datagen = ImageDataGenerator(rescale= 1./255) x\_train =

train\_datagen.flow\_from\_directory(r"C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ibm\Flowers-

Dataset\flowers",target\_size = (64,64),

class\_mode = "categorical",batch\_size = 24)

Found 4317 images belonging to 5 classes.

x\_test = test\_datagen.flow\_from\_directory(r"C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ibm\Flowers- Dataset\flowers",target\_size = (64,64),

class\_mode = "categorical",batch\_size = 24) Found 4317 images belonging to 5 classes. x\_train.class\_indices

{'daisy': 0, 'dandelion': 1, 'rose': 2, 'sunflower': 3, 'tulip': 4}

from tensorflow.keras.models import Sequential from tensorflow.keras.layers import Dense

from tensorflow.keras.layers import Convolution2D,MaxPooling2D,Flatten model=Sequential()

model.add(Convolution2D(32,(3,3),input\_shape=(64,64,3),activation='relu')) model.add(MaxPooling2D(pool\_size=(2,2)))

model.add(Flatten()) model.summary()

Model: "sequential"

Layer (type) Output Shape Param #

=================================================================

conv2d (Conv2D) (None, 62, 62, 32) 896

max\_pooling2d (MaxPooling2D (None, 31, 31, 32) 0

)

flatten (Flatten) (None, 30752) 0

=================================================================

Total params: 896

Trainable params: 896

Non-trainable params: 0

model.add(Dense(300,activation='relu')) model.add(Dense(150,activation='relu'))

model.add(Dense(5,activation='softmax')) len(x\_train)

180

model.compile(loss='categorical\_crossentropy',optimizer='adam',metrics=['accuracy'])

model.fit(x\_train,steps\_per\_epoch=len(x\_train),validation\_data=x\_test,validation\_steps=le n(x\_test),epochs=10)

Epoch 1/10

180/180 [==============================] - 33s 183ms/step - loss: 1.3003 - accuracy:

0.4691 - val\_loss: 1.1679 - val\_accuracy: 0.5342 Epoch 2/10

180/180 [==============================] - 28s 157ms/step - loss: 1.0616 - accuracy:

0.5812 - val\_loss: 1.0829 - val\_accuracy: 0.5800 Epoch 3/10

180/180 [==============================] - 28s 157ms/step - loss: 0.9799 - accuracy:

0.6185 - val\_loss: 1.1128 - val\_accuracy: 0.5821 Epoch 4/10

180/180 [==============================] - 29s 161ms/step - loss: 0.9217 - accuracy:

0.6366 - val\_loss: 0.9303 - val\_accuracy: 0.6386 Epoch 5/10

180/180 [==============================] - 28s 158ms/step - loss: 0.8893 - accuracy:

0.6583 - val\_loss: 0.8627 - val\_accuracy: 0.6650 Epoch 6/10

180/180 [==============================] - 29s 162ms/step - loss: 0.8509 - accuracy:

0.6755 - val\_loss: 0.8262 - val\_accuracy: 0.6880 Epoch 7/10

180/180 [==============================] - 30s 169ms/step - loss: 0.8274 - accuracy:

0.6755 - val\_loss: 0.8372 - val\_accuracy: 0.6796 Epoch 8/10

180/180 [==============================] - 30s 166ms/step - loss: 0.7923 - accuracy:

0.6965 - val\_loss: 0.8437 - val\_accuracy: 0.6734 Epoch 9/10

180/180 [==============================] - 28s 157ms/step - loss: 0.7745 - accuracy:

0.7072 - val\_loss: 0.6995 - val\_accuracy: 0.7306 Epoch 10/10

180/180 [==============================] - 28s 158ms/step - loss: 0.7363 - accuracy:

0.7192 - val\_loss: 0.7278 - val\_accuracy: 0.7278

<keras.callbacks.History at 0x16061cf68f0> model.save('IBM\_flowers.h5')

pwd 'C:\\Users\\maris\_q3mm6nk\\Desktop\\data\_for\_ibm'

import numpy as np

from tensorflow.keras.models import load\_model from tensorflow.keras.preprocessing import image

model=load\_model('IBM\_flowers.h5')

img=image.load\_img(r'C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ibm\Flowers- Dataset\flowers\rose/394990940\_7af082cf8d\_n.jpg')

img
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img=image.load\_img(r'C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ibm\Flowers- Dataset\flowers\rose/394990940\_7af082cf8d\_n.jpg',target\_size=(64,64)) img

![](data:image/jpeg;base64,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)

x=image.img\_to\_array(img) x

array([[[ 4., 14., 3.],

[ 4., 15., 0.],

|  |  |  |
| --- | --- | --- |
| [ 7.,  ..., | 10., | 3.], |
| [ 1., | 1., | 1.], |
| [ 1., | 1., | 1.], |
| [ 3., | 3., | 3.]], |
| [[21., | 37., | 8.], |
| [ 7., | 18., | 1.], |
| [ 5., | 11., | 1.], |
| ...,  [ 1., | 1., | 3.], |
| [ 1., | 1., | 1.], |
| [ 2., | 2., | 2.]], |
| [[15., | 34., | 4.], |
| [ 5., | 18., | 0.], |
| [ 6., | 14., | 3.], |
| ..., |  |  |
| [ 1., | 2., | 4.], |
| [ 0., | 0., | 0.], |
| [ 1., | 1., | 1.]], |

...,

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| [[ 7., | | 11., | 10.], | |
| [ 7., | | 16., | 15.], | |
| [17.,  ..., | | 23., | 21.], | |
| [ 1., | | 1., | 1.], | |
| [ 2., | | 2., | 2.], | |
| [ 0., | | 0., | 0.]], | |
| [[ | 9., | 18., | 15.], | |
| [ | 2., | 7., | 3.], | |
| [ | 5., | 11., | 7.], | |
| ..., | | | | |
| [ | 0., | 0., | 0.], | |
| [ | 1., | 1., | 1.], | |
| [ | 1., | 1., | 1.]], | |
| [[18., | | 26., | 28.], |  |
| [ 0., | | 10., | 2.], |  |
| [ 8., | | 14., | 10.], |  |
| ..., | |  |  |  |
| [ 2., | | 6., | 9.], |  |
| [ 1., | | 1., | 1.], |  |
| [ 1., | | 1., | 1.]]], | dtype=float32) |

x=np.expand\_dims(x,axis=0) x

|  |  |  |  |
| --- | --- | --- | --- |
| array([[[[ | 4., | 14., | 3.], |
| [ | 4., | 15., | 0.], |
| [ | 7., | 10., | 3.], |

...,

|  |  |  |  |
| --- | --- | --- | --- |
| [ | 1., | 1., | 1.], |
| [ | 1., | 1., | 1.], |
| [ | 3., | 3., | 3.]], |
| [[21., | | 37., | 8.], |
| [ 7., | | 18., | 1.], |
| [ 5.,  ..., | | 11., | 1.], |
| [ 1., | | 1., | 3.], |
| [ 1., | | 1., | 1.], |
| [ 2., | | 2., | 2.]], |
| [[15., | | 34., | 4.], |
| [ 5., | | 18., | 0.], |
| [ 6., | | 14., | 3.], |
| ...,  [ 1., | | 2., | 4.], |
| [ 0., | | 0., | 0.], |
| [ 1., | | 1., | 1.]], |

...,

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| [[ 7., | | 11., | 10.], | |
| [ 7., | | 16., | 15.], | |
| [17., | | 23., | 21.], | |
| ..., | |  |  | |
| [ 1., | | 1., | 1.], | |
| [ 2., | | 2., | 2.], | |
| [ 0., | | 0., | 0.]], | |
| [[ | 9., | 18., | 15.], | |
| [ | 2., | 7., | 3.], | |
| [ | 5., | 11., | 7.], | |
| ..., | | | | |
| [ | 0., | 0., | 0.], | |
| [ | 1., | 1., | 1.], | |
| [ | 1., | 1., | 1.]], | |
| [[18., | | 26., | 28.], |  |
| [ 0., | | 10., | 2.], |  |
| [ 8., | | 14., | 10.], |  |
| ...,  [ 2., | | 6., | 9.], |  |
| [ 1., | | 1., | 1.], |  |
| [ 1., | | 1., | 1.]]]], | dtype=float32) |

y=np.argmax(model.predict(x),axis=1) y

1/1 [==============================] - 0s 74ms/step

array([2], dtype=int64) x\_train.class\_indices

{'daisy': 0, 'dandelion': 1, 'rose': 2, 'sunflower': 3, 'tulip': 4}

index=['daisy','dandelion','rose','sunflower','tulip'] index[y[0]]

'rose'